Creating a movie recommendation system using collaborative filtering involves several key steps. Collaborative filtering is based on the idea that users who have similar preferences in the past will continue to have similar preferences in the future. Here's a step-by-step guide to building a basic collaborative filtering movie recommendation system:

**1. Data Collection**

First, you need to gather data on user preferences. In the context of a movie recommendation system, this data typically includes user ratings for various movies. You can use a dataset like the MovieLens dataset, which is commonly used for recommendation systems.

#### Example Dataset Structure

* UserID: Unique identifier for each user
* MovieID: Unique identifier for each movie
* Rating: Rating given by the user to the movie (usually on a scale from 1 to 5)
* Timestamp: Time when the rating was given (optional)

### 2. ****Data Preprocessing****

Clean and preprocess the data:

* **Handle missing values**: Ensure there are no missing values in your dataset. If there are, decide whether to remove or impute them.
* **Normalize ratings**: In some cases, you may want to normalize ratings for users to account for differing rating scales.

### 3. ****Create User-Item Matrix****

Transform the dataset into a user-item matrix where rows represent users and columns represent movies. Each cell contains the rating given by a user to a movie.

python
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import pandas as pd

# Example: loading the MovieLens dataset

ratings = pd.read\_csv('ratings.csv') # Assuming a CSV file with columns: userId, movieId, rating, timestamp

# Create a user-item matrix

user\_item\_matrix = ratings.pivot(index='userId', columns='movieId', values='rating')

### 4. ****Implement Collaborative Filtering****

There are two main types of collaborative filtering: user-based and item-based.

#### User-Based Collaborative Filtering

This method recommends movies based on the similarity between users. For example, if User A is similar to User B, User A might be recommended movies that User B liked.

**Steps:**

1. **Calculate Similarity**: Compute the similarity between users. Common measures include cosine similarity, Pearson correlation, and Euclidean distance.
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from sklearn.metrics.pairwise import cosine\_similarity

# Compute user similarity matrix

user\_similarity = cosine\_similarity(user\_item\_matrix.fillna(0))

user\_similarity\_df = pd.DataFrame(user\_similarity, index=user\_item\_matrix.index, columns=user\_item\_matrix.index)

1. **Generate Recommendations**: For a given user, find similar users and recommend movies they liked but the current user hasn't rated.
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def recommend\_movies(user\_id, user\_similarity\_df, user\_item\_matrix, top\_n=10):

similar\_users = user\_similarity\_df[user\_id].sort\_values(ascending=False).index[1:] # Exclude the user itself

recommended\_movies = pd.Series()

for similar\_user in similar\_users:

movies\_rated\_by\_similar\_user = user\_item\_matrix.loc[similar\_user].dropna()

movies\_not\_rated\_by\_user = movies\_rated\_by\_similar\_user[~user\_item\_matrix.loc[user\_id].dropna().index.isin(movies\_rated\_by\_similar\_user.index)]

recommended\_movies = recommended\_movies.append(movies\_not\_rated\_by\_user)

return recommended\_movies.groupby(recommended\_movies.index).mean().sort\_values(ascending=False).head(top\_n)

#### Item-Based Collaborative Filtering

This method recommends items similar to those that the user has liked in the past. For example, if a user likes a particular movie, recommend other movies similar to that movie.

**Steps:**

1. **Calculate Similarity**: Compute the similarity between items (movies).
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# Compute item similarity matrix

item\_similarity = cosine\_similarity(user\_item\_matrix.T.fillna(0))

item\_similarity\_df = pd.DataFrame(item\_similarity, index=user\_item\_matrix.columns, columns=user\_item\_matrix.columns)

1. **Generate Recommendations**: For a given user, find the movies they've liked and recommend similar movies.
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def recommend\_movies\_item\_based(user\_id, user\_item\_matrix, item\_similarity\_df, top\_n=10):

user\_ratings = user\_item\_matrix.loc[user\_id]

liked\_movies = user\_ratings[user\_ratings.notna()].index

similar\_scores = pd.Series()

for movie in liked\_movies:

similar\_movies = item\_similarity\_df[movie].dropna()

similar\_scores = similar\_scores.append(similar\_movies)

similar\_scores = similar\_scores.groupby(similar\_scores.index).mean()

similar\_scores = similar\_scores[~similar\_scores.index.isin(liked\_movies)] # Exclude already liked movies

return similar\_scores.sort\_values(ascending=False).head(top\_n)

### 5. ****Evaluate the Model****

Evaluate the performance of your recommendation system using metrics like Mean Absolute Error (MAE), Root Mean Squared Error (RMSE), or precision and recall.

python
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from sklearn.metrics import mean\_squared\_error

# Example for RMSE calculation

def evaluate\_rmse(predicted\_ratings, actual\_ratings):

return mean\_squared\_error(predicted\_ratings, actual\_ratings, squared=False)

# Get actual ratings and predicted ratings for evaluation

# For a more rigorous evaluation, you might want to split your data into training and test sets

### 6. ****Deploy and Refine****

Deploy the recommendation system to a production environment and continuously monitor its performance. Gather user feedback and make adjustments to improve the recommendations.

### Summary

Building a collaborative filtering recommendation system involves:

1. Collecting and preprocessing user preference data.
2. Creating a user-item matrix.
3. Implementing either user-based or item-based collaborative filtering.
4. Evaluating the system.
5. Deploying and refining the system.

For a production-ready system, you may also want to incorporate hybrid methods (combining collaborative filtering with content-based filtering) and address scalability issues as needed.
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